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Completeness $\quad \operatorname{Pr}\left[\mathscr{V}(\operatorname{srs}, x, \pi)=1 ; \begin{array}{r}(\operatorname{srs}, \tau) \leftarrow \mathscr{K}(\lambda) \\ \pi \leftarrow \mathscr{P}(\operatorname{srs},(x, w))\end{array}\right]=1$
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$$
\operatorname{Pr}\left[\begin{array}{c}
(s r s, \tau) \leftarrow \mathscr{K} \\
\mathscr{V} *(s r s, \pi)=1 ; \\
\pi \leftarrow \mathscr{V} *(s r s) \\
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Let $\mathbb{G}$ be a cyclic group of order $q$ (prime) and $g$ be a generator.
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Famous secret-key, public-key couple:

$$
s k \leftarrow \mathbb{Z}_{q}, \quad p k=g^{s k}
$$
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Theorem: The scheme satisfies completeness

$$
\begin{aligned}
g^{z} & =u h^{c} \\
g^{r+c x} & =u h^{c} \\
g^{r+c x} & =g^{r} h^{c} \\
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Let $\mathscr{P}$ * be a malicious prover that convinces the verifier with probability $\epsilon$. We construct the extractor $\mathscr{E}$ as follows:

- $\mathscr{E}$ runs prover $\mathscr{P} *$ to obtain initial message $u$
- Send $c_{1} \leftarrow \mathbb{Z}_{q}$ to $\mathscr{P}^{*}$ and obtains response $z_{1}$
- Rewind $\mathscr{P}^{*}$ to its state after $u$
- Send $c_{2} \leftarrow \mathbb{Z}_{q}$ and get response $z_{2}$
- Output $x=\frac{z_{1}-z_{2}}{c_{1}-c_{1}} \in \mathbb{Z}_{q}$

With probability $\epsilon^{2}, \quad g^{z_{1}}=u h^{c_{1}} \wedge g^{z_{2}}=u h^{c_{2}}$. Then,

$$
\frac{g^{z_{1}}}{h^{c_{1}}}=\frac{g^{z_{2}}}{h^{c_{2}}} \rightarrow \frac{g^{z_{1}}}{g^{z_{2}}}=\frac{h^{c_{1}}}{h^{c_{2}}} \rightarrow g^{z_{1}-z_{2}}=h^{c_{1}-c_{2}} \rightarrow g^{z_{1}-z_{2}}=\left(g^{x}\right)^{\left(c_{1}-c_{2}\right)} \rightarrow g^{\frac{z_{1}-z_{2}}{c_{1}-c_{2}}}=\left(g^{x}\right)
$$
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## Honest-Verifier Zero-knowledge

We need to construct a simulator $\mathcal{S}(h)$ that outputs an accepting proof with the same distribution than an honestly generated one (random)

$$
\begin{aligned}
- & z
\end{aligned} \mathbb{Z}_{q} \quad \begin{aligned}
& \\
&- \leftarrow \mathbb{Z}_{q} \\
&-u=\frac{g^{z}}{h^{c}}
\end{aligned} \quad g^{z}=u h^{c}
$$

## Honest-Verifier Zero-knowledge

We need to construct a simulator $\mathcal{S}(h)$ that outputs an accepting proof with the same distribution than an honestly generated one (random)
$-z \leftarrow \mathbb{Z}_{q}$
$-c \leftarrow \mathbb{Z}_{q}$
$-u=\frac{g^{z}}{h^{c}}$
$g^{z}=u h^{c}$

- Output $(u, c, z)$
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\vec{T}=\left(v_{1}, v_{2}, v_{3}, \ldots, v_{m}\right)
$$

C is a commitment to elements $s_{i} \in \vec{T}$
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## Importance

- Building blocks to many systems
- Efficiency: mostly do not depend of the size of the table
- Flexibility: zero-knowledge/succinctness/pre-computable


## Some examples

## Some examples

$$
\vec{T}=(18,19, \ldots, 120)
$$

## Some examples

C is your age

$$
\vec{T}=(18,19, \ldots, 120)
$$

## Some examples

C is your age

$$
\begin{gathered}
\vec{T}=(18,19, \ldots, 120) \\
\overrightarrow{x_{1}} \\
f\left(x_{1}\right) \\
\left.\vec{T}=\begin{array}{cc}
x_{2} & f\left(x_{2}\right) \\
\vdots & \vdots \\
x_{m} & f\left(x_{m}\right)
\end{array}\right)
\end{gathered}
$$

## Some examples

C is your age

$$
\vec{T}=(18,19, \ldots, 120)
$$

$$
\vec{T}=\begin{array}{cc}
x_{1} & f\left(x_{1}\right) \\
x_{2} & f\left(x_{2}\right) \\
\vdots & \vdots \\
x_{m} & f\left(x_{m}\right)
\end{array}
$$

C is $\left(x_{i}, y_{i}\right)$

## Some examples

C is your age

$$
\begin{aligned}
& \vec{T}=(18,19, \ldots, 120) \\
& x_{1} \quad f\left(x_{1}\right) \\
& \vec{T}=\begin{array}{cc}
x_{2} & f\left(x_{2}\right) \\
\vdots & \vdots
\end{array} \\
& x_{m} f\left(x_{m}\right) \\
& \vec{T}=\left(\text { user }_{1}, \ldots, \text { user }_{m}\right)
\end{aligned}
$$

C is $\left(x_{i}, y_{i}\right)$
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C is your age

$$
\begin{gathered}
\vec{T}=(18,19, \ldots, 120) \\
x_{1} \\
\vec{T}=\begin{array}{cc}
x_{2} & f\left(x_{1}\right) \\
\vdots & \vdots \\
\left.x_{2}\right) & f\left(x_{m}\right)
\end{array}
\end{gathered}
$$

C is $\left(x_{i}, y_{i}\right)$
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## Some examples

C is your age

$$
\begin{gathered}
\vec{T}=(18,19, \ldots, 120) \\
x_{1} \\
\left.\vec{T}=\begin{array}{c}
x_{2} \\
\\
\vdots \\
\\
\left.x_{1}\right) \\
x_{m}
\end{array}\right) \\
\vdots \\
\vec{T}=\left(x_{m}\right)
\end{gathered}
$$

## Membership proofs from Lookup tables

C is my user name

$$
\vec{T}=\left(\text { user }_{1}, \ldots, \text { user }_{m}\right)
$$

## Membership proofs from Lookup tables

I am an authorized member/
my name is on the list

C is my user name

$$
\vec{T}=\left(\text { user }_{1}, \ldots, \text { user }_{m}\right)
$$

## Membership proofs from Lookup tables

C is my user name

$$
\vec{T}=\left(\text { user }_{1}, \ldots, \text { user }_{m}\right)
$$

## Membership proofs from Lookup tables

C is my user name

$$
\vec{T}=\left(\text { user }_{1}, \ldots, \text { user }_{m}\right)
$$

$$
s k \leftarrow \mathbb{Z}_{q}
$$

## Membership proofs from Lookup tables

C is my user name

$$
\vec{T}=\left(\text { user }_{1}, \ldots, \text { user }_{m}\right)
$$

$$
\begin{aligned}
s k & \leftarrow \mathbb{Z}_{q} \\
p k & =g^{s k}
\end{aligned}
$$

## Membership proofs from Lookup tables

C is my user name

$$
\begin{aligned}
s k & \leftarrow \mathbb{Z}_{q} \\
p k & =g^{g k}
\end{aligned}
$$

$$
\vec{T}=\left(p k_{1}, \ldots, p k_{m}\right)
$$

## Membership proofs from Lookup tables

C is my user name

$$
\begin{aligned}
s k & \leftarrow \mathbb{Z}_{q} \\
p k & =g^{s k}
\end{aligned}
$$

$$
\vec{T}=\left(p k_{1}, \ldots, p k_{m}\right)
$$

$$
\mathrm{C}=\operatorname{Com}(p k)=g^{x+r . s k}
$$

## Membership proofs from Lookup tables

C is my user name

$$
\begin{aligned}
s k & \leftarrow \mathbb{Z}_{q} \\
p k & =g^{s k}
\end{aligned}
$$

$$
\vec{T}=\left(p k_{1}, \ldots, p k_{m}\right)
$$

$$
\mathrm{C}=\operatorname{Com}(p k)=g^{x+r . s k}
$$

"I am authorized":

## Membership proofs from Lookup tables

C is my user name

$$
\begin{aligned}
s k & \leftarrow \mathbb{Z}_{q} \\
p k & =g^{g k}
\end{aligned}
$$

$$
\vec{T}=\left(p k_{1}, \ldots, p k_{m}\right)
$$

$$
\mathrm{C}=\operatorname{Com}(p k)=g^{x+r . s k}
$$

"I am authorized":

1. Use a lookup table to prove in zero-knowledge C is a commitment to something in $\vec{T}$

## Membership proofs from Lookup tables

C is my user name

$$
\begin{aligned}
& s k \leftarrow \mathbb{Z}_{q} \\
& p k=g^{s k}
\end{aligned}
$$

$$
\vec{T}=\left(p k_{1}, \ldots, p k_{m}\right)
$$

$$
\mathrm{C}=\operatorname{Com}(p k)=g^{x+r . s k}
$$

"I am authorized":

1. Use a lookup table to prove in zero-knowledge C is a commitment to something in $\vec{T}$
2. Use Schnorr to prove knowledge of the corresponding sk

## Membership proofs from Lookup tables

C is my user name

$$
\begin{aligned}
& s k \leftarrow \mathbb{Z}_{q} \\
& p k=g^{s k}
\end{aligned}
$$

$$
\vec{T}=\left(p k_{1}, \ldots, p k_{m}\right)
$$

$$
\mathrm{C}=\operatorname{Com}(p k)=g^{x+r . s k}
$$

"I am authorized":

1. Use a lookup table to prove in zero-knowledge C is a commitment to something in $\vec{T}$
2. Use Schnorr to prove knowledge of the corresponding sk
3. It is me!
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